**1.Implement Producer Consumer Problem using stack**

Code:-

#include<stdio.h>

#include<stdlib.h>

int mutex=1,full=0,empty=3,x=0;

int main()

{

int n;

void producer();

void consumer();

int wait(int);

int signal(int);

printf("\n1.Producer\n2.Consumer\n3.Exit");

while(1)

{

printf("\nEnter your choice:");

scanf("%d",&n);

switch(n)

{

case 1: if((mutex==1)&&(empty!=0))

producer();

else

printf("Buffer is full!!");

break;

case 2: if((mutex==1)&&(full!=0))

consumer();

else

printf("Buffer is empty!!");

break;

case 3:

exit(0);

break;

}

}

return 0;

}

int wait(int s)

{

return (--s);

}

int signal(int s)

{

return(++s);

}

void producer()

{

mutex=wait(mutex);

full=signal(full);

empty=wait(empty);

x++;

printf("\nProducer produces the item %d",x);

mutex=signal(mutex);

}

void consumer()

{

mutex=wait(mutex);

full=wait(full);

empty=signal(empty);

printf("\nConsumer consumes item %d",x);

x--;

mutex=signal(mutex);

}

Output:-

![](data:image/png;base64,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)

**2. To implement reader writer problem using monitors.**

Code:-

#include<stdio.h>

#include<semaphore.h>

#include<pthread.h>

int rc=0,val,wc=0;

pthread\_mutex\_t mutex1,mread;

pthread\_t tr1,tw1,tr2,tw2,tw3;

pthread\_attr\_t tr1attr,tw1attr,tr2attr,tw2attr,tw3attr;

void \*reader();

void \*writer();

int main()

{

pthread\_mutex\_init(&mutex1,NULL);

pthread\_mutex\_init(&mread,NULL);

pthread\_attr\_init(&tr1attr);

pthread\_attr\_init(&tr2attr);

pthread\_attr\_init(&tw1attr);

pthread\_attr\_init(&tw2attr);

pthread\_attr\_init(&tw3attr);

printf("\n Writer 1 created");

pthread\_create(&tw1,&tw1attr,writer,NULL);

printf("\n Reader 1 created");

pthread\_create(&tr1,&tr1attr,reader,NULL);

printf("\n Writer 2 created");

pthread\_create(&tw2,&tw2attr,writer,NULL);

printf("\n Reader 2 created");

pthread\_create(&tr2,&tr2attr,reader,NULL);

printf("\n Writer 3 created");

pthread\_create(&tw3,&tw3attr,writer,NULL);

pthread\_join(tw1,NULL);

pthread\_join(tr1,NULL);

pthread\_join(tw2,NULL);

pthread\_join(tr2,NULL);

pthread\_join(tw3,NULL);

return 0;

}

void \*writer()

{

pthread\_mutex\_lock(&mutex1);

wc++;

printf("\n Enter data: ");

scanf("%d",&val);

pthread\_mutex\_unlock(&mutex1);

printf("\n writer %d levng",wc);

pthread\_exit(0);

}

void \*reader()

{

pthread\_mutex\_lock(&mread);

rc++;

if(rc==1)

pthread\_mutex\_lock(&mutex1);

pthread\_mutex\_unlock(&mread);

printf("\n Value read by reader %d: %d",rc,val);

pthread\_mutex\_lock(&mread);

rc--;

if(rc==0)

pthread\_mutex\_unlock(&mutex1);

pthread\_mutex\_unlock(&mread);

printf("\n Reader %d levng",rc+1);

pthread\_exit(0);

}

Output:-
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**3. To implement Lamport’s Logical Clock.**

Code:-

#include<stdio.h>

#include<conio.h>

int max1(int a, int b) //to find the maximum timestamp between two events

{

if (a>b)

return a;

else

return b;

}

int main()

{

int i,j,k,p1[20],p2[20],e1,e2,dep[20][20];

printf("enter the events : ");

scanf("%d %d",&e1,&e2);

for(i=0;i<e1;i++)

p1[i]=i+1;

for(i=0;i<e2;i++)

p2[i]=i+1;

printf("enter the dependency matrix:\n");

for(i=0;i<e1;i++)

{

for(j=0;j<e2;j++)

scanf("%d",&dep[i][j]);

}

for(i=0;i<e1;i++)

{

for(j=0;j<e2;j++)

{

if(dep[i][j]==1)

{ p2[j]=max1(p2[j],p1[i]+1);

for(k=j;k<e2;k++)

p2[k+1]=p2[k]+1;

}

if(dep[i][j]==-1)

{

p1[i]=max1(p1[i],p2[j]+1);

for(k=i;k<e1;k++)

p2[k+1]=p1[k]+1;

}

}

}

printf("P1 : ");

for(i=0;i<e1;i++)

{

printf("%d ",p1[i]);

}

printf("\n P2 : ");

for(j=0;j<e2;j++)

printf("%d ",p2[j]);

}

Output:-
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**4. To implement Vector Clock Algorithm.**

Code:-

#include<bits/stdc++.h>

using namespace std;

int main()

{

int n;

cout<<"enter number of process\n";

cin>>n;

vector<int>event(n);

cout<<"enter number of events for each process\n";

for(int i=0;i<n;i++)

cin>>event[i];

vector<vector<vector<int> > >arr(n);

vector<int>prr(n,0);

for(int i=0;i<n;i++)

for(int j=0;j<event[i];j++)

arr[i].push\_back(prr);

for(int i=0;i<n;i++)

for(int j=0;j<event[i];j++)

arr[i][j][i]=j+1;

int msg;

cout<<"enter no of message\n";

cin>>msg;

int senp,sene,recp,rece;

cout<<"enter sender process,sender event,receiver process,receiver event\n";

for(int i=0;i<msg;i++)

{

cin>>senp>>sene>>recp>>rece;

for(int j=rece-1;j<event[recp-1];j++)

{

arr[recp-1][j][senp-1]=sene;

}

}

cout<<"vector timestamp for given processes is given as:-\n";

for(int i=0;i<n;i++)

{

for(int j=0;j<event[i];j++)

{

for(int k=0;k<n;k++)

cout<<arr[i][j][k]<<",";

cout<<" ";

}

cout<<endl;

}

}

Output:-
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**5.To implement program for Bully Election Algorithm.**

Code:-

|  |  |
| --- | --- |
|  | #include<stdio.h>  #include<conio.h>  #include<alloc.h>  #include<stdlib.h>    struct process {     int no;     int priority;     int active;  struct process \*next;  };  typedef struct process proc;    struct priority {     int pri;     struct priority \*next;     proc \*pp;  };  typedef struct priority pri;    pri\* find\_priority(proc \*head, pri \*head1) {     proc \*p1;     pri \*p2, \*p3;     p1 = head;       while (p1->next != head) {        if (p1->active == 1) {           if (head1 == NULL) {              head1 = (pri\*) malloc(sizeof(pri));              head1->pri = p1->priority;              head1->next = NULL;              head1->pp = p1;              p2 = head1;           } else {              p3 = (pri\*) malloc(sizeof(pri));              p3->pri = p1->priority;              p3->pp = p1;              p3->next = NULL;              p2->next = p3;              p2 = p2->next;           }           p1 = p1->next;        } else           p1 = p1->next;     } //end while       p3 = (pri\*) malloc(sizeof(pri));     p3->pri = p1->priority;     p3->pp = p1;     p3->next = NULL;     p2->next = p3;     p2 = p2->next;     p3 = head1;       return head1;  } //end find\_priority()    int find\_max\_priority(pri \*head) {     pri \*p1;     int max = -1;     int i = 0;     p1 = head;       while (p1 != NULL) {        if (max < p1->pri && p1->pp->active == 1) {           max = p1->pri;           i = p1->pp->no;        }        p1 = p1->next;     }     return i;  }    void bully() {     proc \*head;     proc \*p1;     proc \*p2;     int n, i, pr, maxpri, a, pid, max, o;     char ch;       head = p1 = p2 = NULL;       printf("\nnEnter how many process: ");     scanf("%d", &n);       for (i = 0; i < n; i++) {        printf("\nEnter priority of process %d: ", i + 1);        scanf("%d", &pr);          printf("\nIs process with id %d is active ?(0/1) :", i + 1);        scanf("%d", &a);      if (head == NULL) {           head = (proc\*) malloc(sizeof(proc));           if (head == NULL) {              printf("\nMemory cannot be allocated");              getch();              exit(0);           }           head->no = i + 1;           head->priority = pr;           head->active = a;           head->next = head;           p1 = head;        } else {           p2 = (proc\*) malloc(sizeof(proc));           if (p2 == NULL) {              printf("\nMemory cannot be allocated");              getch();              exit(0);           }           p2->no = i + 1;           p2->priority = pr;           p2->active = a;           p1->next = p2;           p2->next = head;           p1 = p2;        }     } //end for       printf("\nEnter the process id that invokes election algorithm: ");     scanf("%d", &pid);     p2 = head;     while (p2->next != head) {        if (p2->no == pid) {           p2 = p2->next;           break;        }        p2 = p2->next;     }       printf("\nProcess with id %d has invoked election algorithm", pid);     printf("\t\nElection message is sent to processes");       while (p2->next != head) {        if (p2->no > pid)           printf("%d", p2->no);        p2 = p2->next;     }       printf("%d", p2->no);     p2 = head;     max = 0;       while (1) {        if (p2->priority > max && p2->active == 1)           max = p2->no;        p2 = p2->next;        if (p2 == head)           break;     }       printf("\n\tProcess with the id %d is the co-ordinator", max);       while (1) {        printf("\nDo you want to continue?(y/n): ");        flushall();        scanf("%c", &ch);        if (ch == 'n' || ch == 'N')           break;        p2 = head;          while (1) {           printf("\nEnter the process with id %d is active or not (0/1): ",                 p2->no);           scanf("%d", &p2->active);           p2 = p2->next;           if (p2 == head)              break;        }          printf("\nEnter the process id that invokes election algorithm: ");        scanf("%d", &pid);          printf("\n\tElection message is sent to processes ");          while (p2->next != head) {           if (p2->no > pid)              printf("%d", p2->no);           p2 = p2->next;        }        printf("%d", p2->no);        p2 = head;        max = 0;          while (1) {           if (p2->no > max && p2->active == 1)              max = p2->no;           p2 = p2->next;           if (p2 == head)              break;        }        printf("\n\tProcess with id %d is the co-ordinator", max);     }  }    void main() {     clrscr();     bully();     getch();  } |
|  |  |

**6. To implement Ricarts Agrawala algorithm**

Code:-

#include <stdio.h>   
#include <stdlib.h>   
#include <pthread.h>   
#include <unistd.h>   
#include <errno.h>   
#include <string.h>   
#include <sys/types.h>   
#include <sys/times.h>   
#include <sys/socket.h>   
  
#define BACKLOG 150      //Number of pending connections queue will hold   
#define MAXDATASIZE 100 //Maximum number of bytes we can get at once   
#define MAXLINE 750   
#define TRUE  1   
#define FALSE 0   
#define noproc 4     //Total number of sites in the system   
  
pthread\_t tid1,tid2,tid3;   
pthread\_t proc1[5];   
  
int argc1;   
char argv1[50];   
char argv[50];   
  
int i;   
int listenPort;     //The process port on which it is recieving the messages   
int count[25];   
int serverFlag = 0; //flag to check if all servers/sites are ready   
int requesttime[5];     //times at which the request message is sent   
  
struct host          //Structure to maintain the Id, Server name and Port number   
{   
     int id;   
     char name[50];   
     int port;   
};   
struct host hs[20];   
  
typedef struct myinfo1 //Structure to maintain my information   
{   
     int id;   
     int portno;   
     char mac[50]; //machine or host name eg. net06   
} myinfo;   
myinfo my;   
  
struct message     //Structure that comtains the message exchanged   
{   
     int id;               //site ID   
     int procid;          //Process ID   
     char type[10];     //Type of message sent   
     int seq\_no;          //sequence number of the process   
     int clock;          //clock at which the message is sent   
  
};   
  
static int rfront=-1,rrear=-1; //The pointers for REQ\_QUEUE   
static int dfront=-1,drear=-1; //The pointers for the DEFER\_QUEUe   
static int pfront=-1,prear=-1; //The pointers for the PROCESS\_QUEUE   
  
  
struct message REQ\_QUEUE[200];    //The REQUEST QUEUE   
struct message DEFER\_QUEUE[200];  //The DEFER QUEUE   
int PROCESS\_QUEUE[200];                    //The PROCESS QUEUE   
  
  
sem\_t proc[5];   
sem\_t site;   
  
//Mutex varialbes used to lock variuos globally shared variables   
  
pthread\_mutex\_t sequence;   
pthread\_mutex\_t inCS;   
pthread\_mutex\_t reqCS;   
pthread\_mutex\_t ccounter;   
pthread\_mutex\_t replycnt;   
pthread\_mutex\_t signals;   
pthread\_mutex\_t     types;   
pthread\_mutex\_t     clk;   
pthread\_mutex\_t     sending\_mutex;   
pthread\_mutex\_t sema;   
pthread\_mutex\_t pqueue;   
pthread\_mutex\_t processthd;   
pthread\_mutex\_t counts;   
  
pthread\_mutex\_t requestq;   
pthread\_mutex\_t deferq;   
pthread\_mutex\_t refront;   
pthread\_mutex\_t rerear;   
pthread\_mutex\_t defront;   
pthread\_mutex\_t derear;   
  
//The threads used in this program   
  
void \* recv\_reply\_thread ( void \*);   
void \* recv\_request\_thread ( void \*);   
void \* process\_thread (void \*);   
void \* processes (void \*);   
  
void send\_reply(struct message \*msg);     //Function to send reply messages   
  
void rinsert(struct message);     //Request queue functions   
void rdisplay(void);   
struct message rdelete(void);   
  
void dinsert(struct message);     //Defer queue functions   
void ddisplay(void);   
struct message ddelete(void);   
  
void pinsert(int);                    //Process queue functions   
void pdisplay(void);   
int pdelete();   
  
  
void sigchld\_handler(int s)     // reap all dead processes   
{   
    while(wait(NULL) > 0);   
}   
  
int me;                         //my id number   
int our\_seq\_number=0;     // My sequence number   
int outstanding\_reply\_count = noproc-1;     //outstanding reply count..Initially N-1   
int counter=0;          // counter for clock   
int clockvalue=1;   
int highest\_sequence\_number=0;   
int counting=0;   
  
int req\_CS=0; // Request for the Critical section: initially FALSE   
int in\_CS=0; //Inside the Critical Section: initially FALSE   
int SIGNAL;   
  
int in;               //to read if in CS   
int req;          // to read if req CS   
int seqno;          // to read seq no   
int sendcount;   
int recvcount;   
int replycount; //to read current outstanding\_reply\_count

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*   
//  MAIN FUNCTION   
//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*   
  
int main(int argc, char \*\*argv)   
{   
     struct message \*msg;   
     int s;   
  
     pthread\_mutex\_init(&sequence,NULL);   
     pthread\_mutex\_init(&inCS,NULL);   
     pthread\_mutex\_init(&reqCS,NULL);   
     pthread\_mutex\_init(&ccounter,NULL);   
     pthread\_mutex\_init(&replycnt,NULL);   
     pthread\_mutex\_init(&signals,NULL);   
     pthread\_mutex\_init(&types,NULL);   
     pthread\_mutex\_init(&clk,NULL);   
     pthread\_mutex\_init(&sending\_mutex,NULL);   
     pthread\_mutex\_init(&sema,NULL);   
     pthread\_mutex\_init(&processthd,NULL);   
     pthread\_mutex\_init(&pqueue,NULL);   
     pthread\_mutex\_init(&counts,NULL);   
  
     pthread\_mutex\_init(&requestq,NULL);   
     pthread\_mutex\_init(&deferq,NULL);   
     pthread\_mutex\_init(&refront,NULL);   
     pthread\_mutex\_init(&rerear,NULL);   
     pthread\_mutex\_init(&defront,NULL);   
     pthread\_mutex\_init(&derear,NULL);   
  
     FILE \*file;   
     file = fopen("config.txt", "r"); //Open the configuration file   
  
        if(file==NULL)   
     {   
          printf("Error: can't open file.n");   
            return 1;   
     }   
     else   
          printf("File opened successfully.n");   
  
     for(i=1;i<=noproc;i++)   
     {   
          fscanf(file,"%d",&hs[i].id);//Reading host info from config file   
          fscanf(file,"%s",hs[i].name);   
          fscanf(file,"%d",&hs[i].port);   
     }   
  
     argc1 = argc;   
     printf("%d %d",argc1,argc);   
     my.id = atoi(argv[1]);   
     me = my.id;   
     strcpy(my.mac,argv[2]);   
     char t[9];   
     strcpy(t,argv[3]);   
     my.portno = atoi(t);   
     listenPort = atoi(t);   
  
     printf("My ID is : %s My Port : %s and My IP %sn",argv[1],argv[3],argv[2]);   
     printf("Configuration Filen"); //Printing the configuration file details   
     for(i=1;i<=noproc;i++)   
     {   
          printf("%d %s %dn",hs[i].id,hs[i].name,hs[i].port);   
     }   
     fclose(file);   
  
     for(s=0;s<5;s++)   
     {   
          sem\_init( &proc[s],0,0);   
     }   
  
     for(s=0;s<5;s++)   
     {   
          pthread\_create( &proc1[s], NULL, &processes, (void \*)s);     //Creating processes in site   
     }   
  
     pthread\_create( &tid3, NULL, &recv\_request\_thread, &msg);     //Creating send thread   
     pthread\_create( &tid2, NULL, &recv\_reply\_thread, &msg);     //Creating recieve thread   
     pthread\_create( &tid1, NULL, &process\_thread, &msg);     //Creating process thread  
  
     pthread\_join( tid1, NULL );                     //Join all process threads   
     pthread\_join( tid2, NULL );                     //Join all recieve reply threads   
     pthread\_join( tid3, NULL );                         //Join all recieve request threads   
  
     for(s=0;s<5;s++)   
     {   
          pthread\_join( proc1[s], NULL);               //Join all processes in the site   
     }   
  
}   
  
  
/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/   
//     RECIEVE REQUESTS THREAD   
/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/   
  
void \* recv\_request\_thread(void \*msg)   
{   
        struct sockaddr\_in their\_addr; // Connector's address information   
        struct hostent \*h;   
        int sockfds;   
        int pid;   
     int j;   
     int check, procid;   
  
  
  
     struct message m;   
     struct message tm;   
  
     m = \*((struct message \*)msg);   
  
     for(j=0;j<noproc; j++)   
     {   
          count[j];   
     }   
  
        if (argc1 != 4)      //The command line should have the output file,machine name and   
                                   //my port address as the runtime parameters   
        {                           //Error check the command line   
          fprintf(stderr,"usage: getip addressn");   
          exit(1);   
    }   
  
     int liveServers = 1;     //Initialising number of live processes counting for itself   
  
     while(liveServers <= noproc)   
                    //Checks for number of processes that are alive before sending   
                    //the messages. It is similar to the initialization message sent   
                    //to all the proceses   
  
     {   
          liveServers = 1;   
          int j;   
          for(j=1;j<=noproc;j++)   
          {   
               if ((sockfds = socket(AF\_INET, SOCK\_STREAM, 0)) == -1)   
                    //Opens a connection to check for the live processes   
                   {   
                           perror("socket");   
                           exit(1);   
                   }   
  
                   if ((h=gethostbyname(hs[j].name)) == NULL)   
                   {   
                    perror("gethostbyname");   
                    exit(1);   
                   }   
  
                their\_addr.sin\_family = AF\_INET;   
                their\_addr.sin\_port = htons(hs[j].port);   
                  their\_addr.sin\_addr = \*((struct in\_addr \*)h->h\_addr);   
                    memset(&(their\_addr.sin\_zero), '', 8);   
  
                if (connect(sockfds, (struct sockaddr \*)&their\_addr, sizeof(struct sockaddr)) == -1)                //Connects to the process   
               {   
               }   
               else   
               {   
                    liveServers++;   
                    //if connection is setup increments liveserver count by one   
                    //everytime it extablishes a connection with a process   
               }   
               close(sockfds); //Connection closed after checking is done   
          }   
     }   
     serverFlag = 1;           //When all processes are alive sets serverFlag to 1.   
     printf("nALL SERVERS ARE READY!!! n");     //Processes are ready to listen now.   
  
  
/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/   
/\*REQUESTING ENTRY TO THE CRITICAL SECTION\*/   
/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/   
  
     while(1)   
     {   
          if(pfront==-1)   
          {   
               check = 0;   
               break;   
          }   
          else   
               check = 1;   
     if(check)   
     {   
     pthread\_mutex\_lock(&processthd);   
          procid = pdelete();   
          printf("SITE %d REQUESTING FOR CS..n",me);   
          pthread\_mutex\_lock(&reqCS);   
               req\_CS = 1;   
               req = req\_CS;   
          pthread\_mutex\_unlock(&reqCS);   
  
     //preparing the structure for sending   
          m.id = me;   
     pthread\_mutex\_lock(&types);   
          strcpy(m.type,"REQUEST");   
     pthread\_mutex\_unlock(&types);   
  
     pthread\_mutex\_lock(&sequence);   
          our\_seq\_number = highest\_sequence\_number+1;   
          m.seq\_no = our\_seq\_number;   
     pthread\_mutex\_unlock(&sequence);   
  
  
     for(i=1; i<=noproc; i++)   
     {   
               if(i == me)               //Checking request not sending to myself   
               {   
                    continue;   
               }   
               if ((h=gethostbyname(hs[i].name)) == NULL)   
              {   
                    perror("gethostbyname");   
                    exit(1);   
              }   
  
               if ((sockfds = socket(AF\_INET, SOCK\_STREAM, 0)) == -1)   
                              //Opens socket to send messages   
               {   
                      perror("socket");   
                      exit(1);   
               }   
  
  
               their\_addr.sin\_family = AF\_INET;             // Host byte order   
                 their\_addr.sin\_port = htons(hs[i].port); // Short,networbyteorder   
                their\_addr.sin\_addr = \*((struct in\_addr \*)h->h\_addr);   
                   memset(&(their\_addr.sin\_zero), '', 8);  // Zero the rest of the struct   
                  sleep(1);   
  
                if (connect(sockfds, (struct sockaddr \*)&their\_addr, sizeof(struct sockaddr)) == -1)   
                    {   
                        perror("connect in send threadn");   
                      exit(1);   
                   }   
  
               printf("Clock value is updated to %dn",clockvalue);   
               clockvalue=clockvalue+1;   
               m.clock=clockvalue;   
               requesttime[i]=m.clock;   
               counter = counter + 1;   
               requesttime[i]=m.clock;   
               printf("Site %d sending REQUEST for process %d to site %d with timestamp %dn",me,procid,i,m.clock);   
               cliconn(stdin, sockfds,my.mac,my.portno,my.id,&m,counter);   
               close(sockfds);   
     }   
  
     printf("Waiting for reply from other sites...");   
     while(1)   
     {   
          if (replycount == outstanding\_reply\_count)   
          {   
               pthread\_mutex\_lock(&replycnt);   
               replycount=0;   
               pthread\_mutex\_unlock(&replycnt);   
               break;   
          }   
          else   
               sleep(2);   
     }   
  
//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*   
//\*\* THE PROCESS QUEUE \*\*//   
//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*   
  
//PROCESS QUEUE INSERT   
  
void pinsert(int temp)   
{   
     printf("Inside the process queue insert..n");   
  
     if(pfront==prear)   
     {   
          pfront = 0;   
          prear = 0;   
     }   
  
     PROCESS\_QUEUE[prear] = temp;   
  
     prear++;   
  
}   
  
//PROCESS QUEUE DISPLAY   
  
void pdisplay()   
{   
     int i;   
  
     if(pfront==-1)   
     printf("Process Queue is Emptyn");   
  
     for(i=pfront;i<prear;i++)   
  
     printf("%d n",PROCESS\_QUEUE[i]);   
  
}   
  
//PROCESS QUEUE DELETE   
  
int pdelete()   
{   
     int tempvar;   
  
     printf("Inside process queue delete..n");   
            pdisplay();   
  
     if(pfront==-1)   
     {   
         printf("CAUTION: Process Queue Underflow !!n");   
         exit(1);   
     }   
  
     else if(pfront==prear-1)   
     {   
  
     tempvar = PROCESS\_QUEUE[pfront];   
  
          pfront = -1;   
          prear  = -1;   
  
     }   
     else   
  
     {   
  
     tempvar = PROCESS\_QUEUE[pfront];   
     pfront++;   
     }   
  
     return tempvar;   
}

**7. To implement Dining Philosophers Problem in C/C++**

Code:-

#include <pthread.h>

#include <semaphore.h>

#include <stdio.h>

#include <unistd.h>

#define N 5

#define THINKING 2

#define HUNGRY 1

#define EATING 0

#define LEFT (phnum + 4) % N

#define RIGHT (phnum + 1) % N

int state[N];

int phil[N] = { 0, 1, 2, 3, 4 };

sem\_t mutex;

sem\_t S[N];

void test(int phnum)

{

if (state[phnum] == HUNGRY

&& state[LEFT] != EATING

&& state[RIGHT] != EATING) {

// state that eating

state[phnum] = EATING;

Sleep(2);

printf("Philosopher %d takes fork %d and %d\n",

phnum + 1, LEFT + 1, phnum + 1);

printf("Philosopher %d is Eating\n", phnum + 1);

// sem\_post(&S[phnum]) has no effect

// during takefork

// used to wake up hungry philosophers

// during putfork

sem\_post(&S[phnum]);

}

}

// take up chopsticks

void take\_fork(int phnum)

{

sem\_wait(&mutex);

// state that hungry

state[phnum] = HUNGRY;

printf("Philosopher %d is Hungry\n", phnum + 1);

// eat if neighbours are not eating

test(phnum);

sem\_post(&mutex);

// if unable to eat wait to be signalled

sem\_wait(&S[phnum]);

Sleep(1);

}

// put down chopsticks

void put\_fork(int phnum)

{

sem\_wait(&mutex);

// state that thinking

state[phnum] = THINKING;

printf("Philosopher %d putting fork %d and %d down\n",

phnum + 1, LEFT + 1, phnum + 1);

printf("Philosopher %d is thinking\n", phnum + 1);

test(LEFT);

test(RIGHT);

sem\_post(&mutex);

}

void\* philospher(void\* num)

{

while (1) {

int\* i = num;

Sleep(1);

take\_fork(\*i);

Sleep(0);

put\_fork(\*i);

}

}

int main()

{

int i;

pthread\_t thread\_id[N];

// initialize the semaphores

sem\_init(&mutex, 0, 1);

for (i = 0; i < N; i++)

sem\_init(&S[i], 0, 0);

for (i = 0; i < N; i++) {

// create philosopher processes

pthread\_create(&thread\_id[i], NULL,

philospher, &phil[i]);

printf("Philosopher %d is thinking\n", i + 1);

}

for (i = 0; i < N; i++)

pthread\_join(thread\_id[i], NULL);

}

Output:-

![](data:image/png;base64,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)

**8. To implement Banker’s Deadlock Avoidance algorithm.**

Code:-

#include <stdio.h>

int current[5][5], maximum\_claim[5][5], available[5];

int allocation[5] = {0, 0, 0, 0, 0};

int maxres[5], running[5], safe = 0;

int counter = 0, i, j, exec, resources, processes, k = 1;

int main()

{

printf("\nEnter number of processes: ");

scanf("%d", &processes);

for (i = 0; i < processes; i++)

{

running[i] = 1;

counter++;

}

printf("\nEnter number of resources: ");

scanf("%d", &resources);

printf("\nEnter Claim Vector:");

for (i = 0; i < resources; i++)

{

scanf("%d", &maxres[i]);

}

printf("\nEnter Allocated Resource Table:\n");

for (i = 0; i < processes; i++)

{

for(j = 0; j < resources; j++)

{

scanf("%d", &current[i][j]);

}

}

printf("\nEnter Maximum Claim Table:\n");

for (i = 0; i < processes; i++)

{

for(j = 0; j < resources; j++)

{

scanf("%d", &maximum\_claim[i][j]);

}

}

printf("\nThe Claim Vector is: ");

for (i = 0; i < resources; i++)

{

printf("\t%d", maxres[i]);

}

printf("\nThe Allocated Resource Table:\n");

for (i = 0; i < processes; i++)

{

for (j = 0; j < resources; j++)

{

printf("\t%d", current[i][j]);

}

printf("\n");

}

printf("\nThe Maximum Claim Table:\n");

for (i = 0; i < processes; i++)

{

for (j = 0; j < resources; j++)

{

printf("\t%d", maximum\_claim[i][j]);

}

printf("\n");

}

for (i = 0; i < processes; i++)

{

for (j = 0; j < resources; j++)

{

allocation[j] += current[i][j];

}

}

printf("\nAllocated resources:");

for (i = 0; i < resources; i++)

{

printf("\t%d", allocation[i]);

}

for (i = 0; i < resources; i++)

{

available[i] = maxres[i] - allocation[i];

}

printf("\nAvailable resources:");

for (i = 0; i < resources; i++)

{

printf("\t%d", available[i]);

}

printf("\n");

while (counter != 0)

{

safe = 0;

for (i = 0; i < processes; i++)

{

if (running[i])

{

exec = 1;

for (j = 0; j < resources; j++)

{

if (maximum\_claim[i][j] - current[i][j] > available[j])

{

exec = 0;

break;

}

}

if (exec)

{

printf("\nProcess%d is executing\n", i + 1);

running[i] = 0;

counter--;

safe = 1;

for (j = 0; j < resources; j++)

{

available[j] += current[i][j];

}

break;

}

}

}

if (!safe)

{

printf("\nThe processes are in unsafe state.\n");

break;

}

else

{

printf("\nThe process is in safe state");

printf("\nAvailable vector:");

for (i = 0; i < resources; i++)

{

printf("\t%d", available[i]);

}

printf("\n");

}

}

return 0;

}

Output:-

Enter number of processes: 3

Enter number of resources: 2

Enter Claim Vector:3 4

Enter Allocated Resource Table:

1 2

2 0

0 0

Enter Maximum Claim Table:

2 3

2 1

1 3

The Claim Vector is: 3 4

The Allocated Resource Table:

1 2

2 0

0 0

The Maximum Claim Table:

2 3

2 1

1 3

Allocated resources: 3 2

Available resources: 0 2

Process2 is executing

The process is in safe state

Available vector: 2 2

Process1 is executing

The process is in safe state

Available vector: 3 4

Process3 is executing

The process is in safe state

Available vector: 3 4

**9. To implement deadlock detection algorithm.**

Code:-

#include<stdio.h>  
static int mark[20];  
int i,j,np,nr;  
  
int main()  
{  
int alloc[10][10],request[10][10],avail[10],r[10],w[10];  
  
printf("\nEnter the no of process: ");  
scanf("%d",&np);  
printf("\nEnter the no of resources: ");  
scanf("%d",&nr);  
for(i=0;i<nr;i++)  
{  
printf("\nTotal Amount of the Resource R%d: ",i+1);  
scanf("%d",&r[i]);  
}  
printf("\nEnter the request matrix:");  
  
for(i=0;i<np;i++)  
for(j=0;j<nr;j++)  
scanf("%d",&request[i][j]);  
  
printf("\nEnter the allocation matrix:");  
for(i=0;i<np;i++)  
for(j=0;j<nr;j++)  
scanf("%d",&alloc[i][j]);  
/\*Available Resource calculation\*/  
for(j=0;j<nr;j++)  
{  
avail[j]=r[j];  
for(i=0;i<np;i++)  
{  
avail[j]-=alloc[i][j];  
  
}  
}  
  
//marking processes with zero allocation  
  
for(i=0;i<np;i++)  
{  
int count=0;  
 for(j=0;j<nr;j++)  
   {  
      if(alloc[i][j]==0)  
        count++;  
      else  
        break;  
    }  
 if(count==nr)  
 mark[i]=1;  
}  
// initialize W with avail  
  
for(j=0;j<nr;j++)  
    w[j]=avail[j];  
  
//mark processes with request less than or equal to W  
for(i=0;i<np;i++)  
{  
int canbeprocessed=0;  
 if(mark[i]!=1)  
{  
   for(j=0;j<nr;j++)  
    {  
      if(request[i][j]<=w[j])  
        canbeprocessed=1;  
      else  
         {  
         canbeprocessed=0;  
         break;  
          }  
     }  
if(canbeprocessed)  
{  
mark[i]=1;  
  
for(j=0;j<nr;j++)  
w[j]+=alloc[i][j];  
}  
}  
}  
  
//checking for unmarked processes  
int deadlock=0;  
for(i=0;i<np;i++)  
if(mark[i]!=1)  
deadlock=1;  
  
  
if(deadlock)  
printf("\n Deadlock detected");  
else  
printf("\n No Deadlock possible");  
}

Output:-

Enter the no of process: 4  
Enter the no of resources: 5  
  
Total Amount of the Resource R1: 2  
Total Amount of the Resource R2: 1  
Total Amount of the Resource R3: 1  
Total Amount of the Resource R4: 2  
Total Amount of the Resource R5: 1  
  
Enter the request matrix:0 1 0 0 1  
0 0 1 0 1  
0 0 0 0 1  
1 0 1 0 1  
  
Enter the allocation matrix:1 0 1 1 0  
1 1 0 0 0  
0 0 0 1 0  
0 0 0 0 0  
  
 Deadlock detected

**10. To implement Sleeping Barber Problem of mutual exclusion.**

Code:-

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#include <unistd.h>

#define seats 6

void \*customerMaker();

void \*barberShop();

void \*waitingRoom();

void checkQueue();

pthread\_mutex\_t queue\_mutex = PTHREAD\_MUTEX\_INITIALIZER;

pthread\_mutex\_t wait\_mutex = PTHREAD\_MUTEX\_INITIALIZER;

pthread\_mutex\_t sleep\_mutex = PTHREAD\_MUTEX\_INITIALIZER;

pthread\_cond\_t barberSleep\_cond = PTHREAD\_COND\_INITIALIZER;

pthread\_cond\_t barberWorking\_cond = PTHREAD\_COND\_INITIALIZER;

int returnTime=5,current=0, sleeping=0, iseed;

int main(int argc, char \*argv[])

{

iseed=time(NULL);

srand(iseed);

//declare barber thread;

pthread\_t barber,customerM,timer\_thread;

pthread\_attr\_t barberAttr, timerAttr;

pthread\_attr\_t customerMAttr;

//define barber, and cutomerMaker default attributes

pthread\_attr\_init(&timerAttr);

pthread\_attr\_init(&barberAttr);

pthread\_attr\_init(&customerMAttr);

printf("\n");

//create cutomerMaker

pthread\_create(&customerM,&customerMAttr,customerMaker,NULL);

//create barber

pthread\_create(&barber,&barberAttr,barberShop,NULL);

pthread\_join(barber,NULL);

pthread\_join(customerM,NULL);

return 0;

}

void \*customerMaker()

{

int i=0;

printf("\*Customer Maker Created\*\n\n");

fflush(stdout);

pthread\_t customer[seats+1];

pthread\_attr\_t customerAttr[seats+1];

while(i<(seats+1))

{

i++;

pthread\_attr\_init(&customerAttr[i]);

while(rand()%2!=1)

{

Sleep(1);

}

pthread\_create(&customer[i],&customerAttr[i],waitingRoom,NULL);

}

pthread\_exit(0);

}

void \*waitingRoom()

{

//take seat

pthread\_mutex\_lock(&queue\_mutex);

checkQueue();

Sleep(returnTime);

waitingRoom();

}

void \*barberShop()

{

int loop=0;

printf("The barber has opened the store.\n");

fflush(stdout);

while(loop==0)

{

if(current==0)

{

printf("\tThe shop is empty, barber is sleeping.\n");

fflush(stdout);

pthread\_mutex\_lock(&sleep\_mutex);

sleeping=1;

pthread\_cond\_wait(&barberSleep\_cond,&sleep\_mutex);

sleeping=0;

pthread\_mutex\_unlock(&sleep\_mutex);

printf("\t\t\t\tBarber wakes up.\n");

fflush(stdout);

}

else

{

printf("\t\t\tBarber begins cutting hair.\n");

fflush(stdout);

Sleep((rand()%20)/5);

current--;

printf("\t\t\t\tHair cut complete, customer leaving store.\n");

pthread\_cond\_signal(&barberWorking\_cond);

}

}

pthread\_exit(0);

}

void checkQueue()

{

current++;

printf("\tCustomer has arrived in the waiting room.\t\t\t\t\t\t\t%d Customers in store.\n",current);

fflush(stdout);

printf("\t\tCustomer checking chairs.\n");

fflush(stdout);

if(current<seats)

{

if(sleeping==1)

{

printf("\t\t\tBarber is sleeping, customer wakes him.\n");

fflush(stdout);

pthread\_cond\_signal(&barberSleep\_cond);

}

printf("\t\tCustomer takes a seat.\n");

fflush(stdout);

pthread\_mutex\_unlock(&queue\_mutex);

pthread\_mutex\_lock(&wait\_mutex);

pthread\_cond\_wait(&barberWorking\_cond,&wait\_mutex);

pthread\_mutex\_unlock(&wait\_mutex);

return;

}

if(current>=seats)

{

printf("\t\tAll chairs full, leaving store.\n");

fflush(stdout);

current--;

pthread\_mutex\_unlock(&queue\_mutex);

return;

}

}

Output:-
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**List of experiment’s**

|  |  |
| --- | --- |
| S.No | Contents |
| 1. | To implement Producer Consumer using common stack |
| 2. | Implement reader writer problem using monitors |
| 3. | Implement Lamport’s Logical Clock Algorithm |
| 4. | Implement Vector Clock Algorithm |
| 5. | Implement Bully Election’s Algorithm |
| 6. | Implement Ricarts Agrawala Algorithm |
| 7. | Implement Dinning Philosopher Problem |
| 8. | Implement Bankers Deadlock Avoidance Algorithm |
| 9. | Implement Deadlock Detection Algorithm |
| 10. | Implement Sleeping Barber Problem in C/C++. |
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